# Exercises: Files, Directories and Exceptions

Problems for exercises and homework for the [“Programming Fundamentals” course @ SoftUni](https://softuni.bg/courses/programming-fundamentals).

This exercise does NOT have Judge Contest. That means that you will need to create input and output files from the examples and test the solutions on your own.

## Most Frequent Number

Write a program that finds the **most frequent number** in a given sequence of numbers.

* Numbers will be in the range [0…65535].
* In case of multiple numbers with the same maximal frequency, print the left most of them.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Output** |
| **4** 1 1 **4** 2 3 **4 4** 1 2 **4** 9 3 | 4 | The number **4** is the most frequent (occurs 5 times) |
| **2 2 2 2** 1 **2 2 2** | 2 | The number **2** is the most frequent (occurs 7 times) |
| **7 7 7** 0 2 2 2 0 10 10 10 | 7 | The numbers **2**, **7** and **10** have the same maximal frequence (each occurs 3 times). The leftmost of them is **7**. |

## Index of Letters

Write a program that creates an array containing all letters from the alphabet (**a**-**z**). Read a lowercase word from the console and print the **index of each of its letters in the letters array**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| abcz | a -> 0  b -> 1  c -> 2  z -> 25 |
| softuni | s -> 18  o -> 14  f -> 5  t -> 19  u -> 20  n -> 13  i -> 8 |

## Equal Sums

Write a program that determines if there **exists an element in the array** such that the **sum of the elements on its left** is **equal** to the **sum of the elements on its right**. If there are **no elements to the left / right**, their **sum is considered to be 0**. Print the **index** that satisfies the required condition or **“no”** if there is no such index.

### Examples

|  |  |  |
| --- | --- | --- |
| **Input** | **Output** | **Comments** |
| 1 2 3 3 | 2 | At a[2] -> left sum = 3, right sum = 3  a[0] + a[1] = a[3] |
| 1 2 | no | At a[0] -> left sum = 0, right sum = 2  At a[1] -> left sum = 1, right sum = 0  No such index exists |
| 1 | 0 | At a[0] -> left sum = 0, right sum = 0 |
| 1 2 3 | no | No such index exists |
| 10 5 5 99 3 4 2 5 1 1 4 | 3 | At a[3] -> left sum = 20, right sum = 20  a[0] + a[1] + a[2] = a[4] + a[5] + a[6] + a[7] + a[8] + a[9] + a[10] |

## Max Sequence of Equal Elements

Read a **list of integers** and find the **longest sequence of equal elements**. If several exist, print the **leftmost**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 4 4 **5 5 5** 2 2 | 5 5 5 |
| **7 7** 4 4 5 5 3 3 | 7 7 |
| 1 2 **3 3** | 3 3 |

### Hints

* Scan positions **p** from left to right and keep the **start** and **length** of the current sequence of equal numbers ending at **p**.
* Keep also the currently best (longest) sequence (bestStart + bestLength) and update it after each step.

## A Miner Task

You are given a sequence of strings, each on a new line. Every odd line on the console is representing a resource (e.g. Gold, Silver, Copper, and so on) , and every even – quantity. Your task is to collect the resources and print them each on a new line.

**Print the resources and their quantities in format:**

**{resource} –> {quantity}**

The quantities inputs will be in the range [1 … 2 000 000 000]

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Gold  155  Silver  10  Copper  17  stop | Gold -> 155  Silver -> 10  Copper -> 17 |

## Fix Emails

You are given a sequence of strings, each on a new line, **until you receive “stop” command**. First string is a name of a person. On the second line you receive his email. Your task is to collect their names and emails, and remove emails whose domain ends with "us" or "uk" (case insensitive). Print:

**{name} – > {email}**

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| Ivan  [ivanivan@abv.bg](mailto:ivanivan@abv.bg)  Petar Ivanov  petartudjarov@abv.bg  Mike Tyson  [myke@gmail.us](mailto:myke@gmail.us)  stop | Ivan -> [ivanivan@abv.bg](mailto:ivanivan@abv.bg)  Petar Ivanov -> petartudjarov@abv.bg |

## Advertisement Message

Write a program that **generate random fake advertisement message** to extol some product. The messages must consist of 4 parts: laudatory **phrase** + **event** + **author** + **city**. Use the following predefined parts:

* **Phrases** – {“Excellent product.”, “Such a great product.”, “I always use that product.”, “Best product of its category.”, “Exceptional product.”, “I can’t live without this product.”}
* **Events** – {“Now I feel good.”, “I have succeeded with this product.”, “Makes miracles. I am happy of the results!”, “I cannot believe but now I feel awesome.”, ”Try it yourself, I am very satisfied.”, “I feel great!”}
* **Author** – {“Diana”, “Petya”, “Stella”, “Elena”, “Katya”, “Iva”, “Annie”, “Eva”}
* **Cities** – {“Burgas”, “Sofia”, “Plovdiv”, “Varna”, “Ruse”}

The format of the output message is: **{phrase} {event} {author} – {city}**.

As an input you take the **number of messages** to be generated. Print each random message at a separate line.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3 | Such a great product. Now I feel good. Elena – Ruse  Excelent product. Makes miracles. I am happy of the results! Katya – Varna  Best product of its category. That makes miracles. Eva - Sofia |

### Hints

* Hold the phrases, events, authors and towns in 4 arrays of strings.
* Create Random object and **generate** **4 random numbers** each in its range:
  + phraseIndex 🡪 ­[0, phrases.Length)
  + eventIndex 🡪 [0, events.Length)
  + authorIndex 🡪 [0, authors.Length)
  + townIndex 🡪 [0, towns.Length)
* Get one **random element** from each of the four arrays and **compose a message** in the required format.

## Average Grades

Define a class Student, which holds the following information about students: **name**, **list of grades** and **average grade** (calculated property, read-only). A single grade will be in range [2…6], e.g. 3.25 or 5.50.

Read a **list of students** and print the students that have **average grade ≥ 5.00** ordered **by name** (ascending), then by **average** **grade** (descending). Print the student name and the calculated average grade.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 3  Ivan 3  Todor 5 5 6  Diana 6 5.50 | Diana -> 5.75  Todor -> 5.33 |
| 6  Petar 3 5 4 3 2 5 6 2 6  Mitko 6 6 5 6 5 6  Gosho 6 6 6 6 6 6  Ani 6 5 6 5 6 5 6 5  Iva 4 5 4 3 4 5 2 2 4  Ani 5.50 5.25 6.00 | Ani -> 5.58  Ani -> 5.50  Gosho -> 6.00  Mitko -> 5.67 |

### Hints

* Create class Student with properties Name (string), Grades (double[]), and property AverageGrade (calculated by LINQ as Grades.Average(), read-only).
* Make a **list of students** and **filter with LINQ** all students that has average grade >= 5.00.
* Print the filtered students **ordered by name** in ascending order, then by **average grade** in descending order.

## Book Library

To model a **book library**, define classes to hold a **book** and a **library**. The library must have a **name** and a **list of books**. The books must contain the **title**, **author**, **publisher**, **release date**, **ISBN-number** and **price.**

Read a **list of books**, add them to the library and print the **total sum of prices by author**,ordered **descending by price** and **then by author’s name lexicographically**.

Books in the input will be in format **{title} {author} {publisher} {release date} {ISBN} {price}**.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5  LOTR Tolkien GeorgeAllen 29.07.1954 0395082999 30.00  Hobbit Tolkien GeorgeAll 21.09.1937 0395082888 10.25  HP1 JKRowling Bloomsbury 26.06.1997 0395082777 15.50  HP7 JKRowling Bloomsbury 21.07.2007 0395082666 20.00  AC OBowden PenguinBooks 20.11.2009 0395082555 14.00 | Tolkien -> 40.25  JKRowling -> 35.50  OBowden -> 14.00 |

### Hints

* Create classes Book and Library with all the mentioned above properties:**![lib](data:image/png;base64,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)**
* **Create** an object of type Library.
* **Read the input** and create a Bookobject for each book in the input.
* Create a **LINQ** query that will **sum the prices by author**, **order the results** as requested.
* **Print** the results.

## Book Library Modification

Use the classes from the previous problem and make a program that **read a list of books** and **print all titles** **released after given date** ordered **by date** and then **by** **title lexicographically**. The date is given if format “**day-month-year**” at the last line in the input.

### Examples

|  |  |
| --- | --- |
| **Input** | **Output** |
| 5  LOTR Tolkien GeorgeAllen 29.07.1954 0395082999 30.00  Hobbit Tolkien GeorgeAll 21.09.1937 0395082888 10.25  HP1 JKRowling Bloomsbury 26.06.1997 0395082777 15.50  HP7 JKRowling Bloomsbury 21.07.2007 0395082666 20.00  AC OBowden PenguinBooks 20.11.2009 0395082555 14.00  30.07.1954 | HP1 -> 26.06.1997  HP7 -> 21.07.2007  AC -> 20.11.2009 |